from cryptography.hazmat.primitives.asymmetric import rsa  
from cryptography.hazmat.backends import default\_backend  
from cryptography.hazmat.primitives import hashes  
from cryptography.hazmat.primitives.asymmetric import padding  
  
  
def generate\_keys():  
 private\_key = rsa.generate\_private\_key(  
 public\_exponent=65537,  
 key\_size=2048,  
 backend=default\_backend()  
 )  
 public\_key = private\_key.public\_key()  
 return private\_key, public\_key  
  
  
def sign(message, private\_key):  
 message = bytes(str(message), 'utf-8')  
  
 signature = private\_key.sign(  
 message,  
 padding.PSS(  
 mgf=padding.MGF1(hashes.SHA256()),  
 salt\_length=padding.PSS.MAX\_LENGTH  
 ),  
 hashes.SHA256()  
 )  
  
 return signature  
  
  
def verify(message, sig, public\_key):  
 message = bytes(str(message), 'utf-8')  
 try:  
 public\_key.verify(  
 sig,  
 message,  
 padding.PSS(  
 mgf=padding.MGF1(hashes.SHA256()),  
 salt\_length=padding.PSS.MAX\_LENGTH  
 ),  
 hashes.SHA256()  
 )  
 return True  
 except Exception as e:  
 print("Error verifying signature:", str(e))  
 return False  
  
  
if \_\_name\_\_ == '\_\_main\_\_':  
 private\_key, public\_key = generate\_keys()  
 print(private\_key)  
 print(public\_key)  
  
 message = "Hi, I'm a Blockchain developer"  
 sig = sign(message, private\_key)  
 print(sig)  
 correct = verify(message,sig,public\_key)  
 if correct:  
 print("Successful")  
 else:  
 print("Failed")

"C:\Users\hp\PycharmProjects\ digital siganture\venv\Scripts\python.exe" "C:\Users\hp\PycharmProjects\ digital siganture\main.py"

<cryptography.hazmat.backends.openssl.rsa.\_RSAPrivateKey object at 0x00000269AE0F3C40>

<cryptography.hazmat.backends.openssl.rsa.\_RSAPublicKey object at 0x00000269AE0F3EB0>
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Successful

The above code is the ouput

from cryptography.hazmat.primitives.asymmetric import rsa

from cryptography.hazmat.backends import default\_backend

from cryptography.hazmat.primitives import hashes

from cryptography.hazmat.primitives.asymmetric import padding

These lines import the necessary modules and classes from the **cryptography** library.

def generate\_keys():

private\_key = rsa.generate\_private\_key(

public\_exponent=65537,

key\_size=2048,

backend=default\_backend()

)

public\_key = private\_key.public\_key()

return private\_key, public\_key

The **generate\_keys()** function generates a new RSA private key using the **rsa.generate\_private\_key()** method. It sets the public exponent and key size parameters, and the default backend is used. The corresponding public key is then obtained from the private key using the **public\_key()** method. Both the private key and public key are returned as a tuple.

def sign(message, private\_key):

message = bytes(str(message), 'utf-8')

signature = private\_key.sign(

message,

padding.PSS(

mgf=padding.MGF1(hashes.SHA256()),

salt\_length=padding.PSS.MAX\_LENGTH

),

hashes.SHA256()

)

return signature

The **sign()** function takes a message and a private key as input. The message is converted to bytes using UTF-8 encoding. The private key's **sign()** method is then called to create a signature for the message. The **padding.PSS** scheme is used with the **mgf** parameter set to **padding.MGF1** using SHA256, and the salt length is set to the maximum length allowed. The hash algorithm used is SHA256. The resulting signature is returned.

def verify(message, sig, public\_key):

message = bytes(str(message), 'utf-8')

try:

public\_key.verify(

sig,

message,

padding.PSS(

mgf=padding.MGF1(hashes.SHA256()),

salt\_length=padding.PSS.MAX\_LENGTH

),

hashes.SHA256()

)

return True

except Exception as e:

print("Error verifying signature:", str(e))

return False

The **verify()** function takes a message, a signature, and a public key as input. The message is converted to bytes using UTF-8 encoding. The public key's **verify()** method is called to verify the signature against the message. The same padding scheme and hash algorithm used during signing are provided. If the verification succeeds, **True** is returned. If an exception occurs during verification, an error message is printed, and **False** is returned.

if \_\_name\_\_ == '\_\_main\_\_':

private\_key, public\_key = generate\_keys()

print(private\_key)

print(public\_key)

message = "Hi, I'm a Blockchain developer"

sig = sign(message, private\_key)

print(sig)

correct = verify(message, sig, public\_key)

if correct:

print("Verification successful")

else:

print("Verification failed")

The code block under **if \_\_name\_\_ == '\_\_main\_\_':** is the main entry point of the script. It generates a new set of private key and public key using the **generate\_keys()** function. The private key and public key are then printed. A message is created, and its signature is generated using the **sign()** function. The signature is printed to the console. Finally, the **verify()** function is called to verify the signature against the message using the public key. The